CryptSDLC: Embedding Cryptographic Engineering into Secure Software Development Lifecycle

Application development for the cloud is already challenging because of the complexity caused by the ubiquitous, interconnected, and scalable nature of the cloud paradigm. But when modern secure and privacy aware cloud applications require the integration of cryptographic algorithms, developers even need to face additional challenges: An incorrect application may not only lead to a loss of the intended strong security properties but may also open up additional loopholes for potential breaches some time in the near or far future. To avoid these pitfalls and to achieve dependable security and privacy by design, cryptography needs to be systematically designed into the software, and from scratch. We present a system architecture providing a practical abstraction for the many specialists involved in such a development process, plus a suitable cryptographic software development life cycle methodology on top of the architecture. The methodology is complemented with additional tools supporting structured inter-domain communication and thus the generation of consistent results: cloud security and privacy patterns, and modelling of cloud service level agreements. We conclude with an assessment of the use of the Cryptographic Software Design Life Cycle (CryptSDLC) in a EU research project.
1 Introduction

Developing secure software is one of the most challenging tasks in software engineering and it is ever becoming more important. Novel technologies like cloud computing and Internet of Things are leading to highly distributed interconnected systems communicating over the Internet—thus adding further problems to the so-called trinity of trouble: connectedness, complexity, and extensibility.

*Security by design* is the new paradigm for developing secure software. It can basically be considered as a set of best practices embedded into a software development lifecycle (SDLC). It is a secure software development lifecycle (SSDLC) which integrates security considerations into all phases of the development process.

*Data protection by design and default* is another related concept\(^1\) which needs to be put into practice. In a very informal way we could say that data protection by design covers the security of personal data\(^2\). Obviously many concepts from secure application design—e.g. as regards confidentiality of data, or hardening of information and communication technology systems—may be applied in privacy aware systems. Other cryptographic technologies, e.g. anonymous authentication, or redaction of digitally signed documents for data minimization purposes can be applied in a similar framework as other security technologies that do not fulfill privacy functions for the protection of personal data in the first place.

Yet both security and privacy need to be integrated from the very beginning into a software development process [33]. Many of the problems often encountered in the development phase can be mitigated on the architectural level if security and privacy aspects are already considered in the design phase. This is specifically true when cryptography is used.

Cryptography can help on many levels to efficiently and effectively protect data and information systems. It is a preventive technology that needs to be carefully designed into the system from scratch to unleash its full potential. When cryptography is not correctly applied it may not only lose its protective properties but even introduce new vulnerabilities. Despite the importance of this topic we did not find adequate treatment in literature about software development leveraging cryptographic primitives. In this paper we will explain why cryptography needs to be considered systematically during the entire lifecycle of the software development process—and specifically during the design phase—and present a first conceptual approach how this can be practically achieved. To the best of our knowledge, this is the first systematic and holistic approach aiming at an integration of cryptographic engineering with a secure software development process.

---

\(^1\) ‘Data protection by design and by default’, as it is defined in the EU GDPR [11], Art. 25 (cf. http://www.privacy-regulation.eu/en/article-25-data-protection-by-design-and-by-default-GDPR.htm (accessed May 2018) is the more present term for what is still colloquially referred to as ‘information privacy’, or in US legal environment ‘protection of personally identifiable information (PII)’)

\(^2\) Art. 4, Par. (1), EU GDPR[11] defines personal data meaning “any information relating to an identified or identifiable natural person (‘data subject’)”
In section 2 we review the state-of-the-art and identify challenges we encountered during our work in development projects involving a broad number of specialists from different disciplines. In section 3 we introduce a system architecture providing a tangible abstraction for the multiple disciplines involved in a cryptographic development process. The architecture is accompanied by the novel methodology for secure service design and development CryptSDLC (section 4). Additionally, methods for inter domain communication based on cloud security and privacy patterns and capabilities and SLA modeling are presented (section 5). Finally (section 6), we give a critical assessment of our practical experience with the CryptSDLC.

2 Challenges

The necessity of integrated secure software development has been established and several approaches were proposed. Nevertheless, methodologies still do not sufficiently cover the practical adaptation and integration of cryptographic primitives and protocols in software development life cycles. In the following we present the state-of-the-art and identify additional supporting principles that we intend to address with our newly proposed CryptSDLC.

2.1 State of the art and related work

The importance of preventing software security defects is now widely accepted. The first books about these topics appeared around 2001 [32]. Software security best practices involve thinking about security early in the development life cycle and embed security consideration in all phases of the life cycle. Surveys of whole life cycle practices and life cycle phase-specific practices can be found in [8], [21], [32], and [41].

Also industry is catching up fast to cope with the new situation. Microsoft has carried out a noteworthy effort and developed the Security Development Lifecycle (SDL) [16]. SDL is one of the industry standards today, because it is open and free tool support exists for some steps in the process.

Furthermore, the Open Web Application Security Project (OWASP) community developed the Software Assurance Maturity Model (SAMM) [10] which is a more lightweight analog to the Microsoft approach. SAMM helps organizations assess, formulate, and implement a strategy for software security, that can be integrated into their existing Software Development Lifecycle (SDLC).

Besides industry and community approaches taking momentum, standardization bodies also started efforts to tackle the problem in a systematic way. ISO/IEC 27034 offers guidance on information security to those specifying, designing and programming or procuring, implementing and using application systems, in other words business and IT managers, developers and auditors, and ultimately the end-users of ICT. The aim is to ensure that computer applications deliver the desired or necessary level of security in support of the organization’s Information Security Management System, adequately address-
ing many ICT security risks. Microsoft also has declared conformance with ISO 27034-1, the first part of a relatively new international standard for secure software development.

Additionally, new technologies like cloud computing and the Internet of things further challenge the existing approaches and require for own dedicated treatments in form of extensions, e.g., as in [17] and [18].

2.2 Towards Cryptographic Engineering

In summary, comprehensive approaches to secure software development exist but they do not explicitly cover the integration of cryptographic engineering into the secure SDLC. Only little is known about the incorporation of cryptographic engineering into the processes developed, even though cryptographic solutions are acknowledged as being important and versatile technical solutions to protect information assets. For example, in SDL the recommendations for use of cryptography are very basic and do not cover any advanced primitives or protocols. By cryptographic engineering we mean the selection, adaption, implementation, and roll-out of cryptographic primitives in productive systems. This goes beyond enabling known existing methods, like TLS on a communication link between two back-end servers.

In support of this rationale, the very recent results in [34] clearly indicate the difficulties in developing cryptographic applications (by analyzing software development approaches to password storage). The most important outcome was, that developers think of functionality first, before they think of security. Developers need to be reminded of this topic before the start of a project. Even worse, none of the produced solutions met current academic standards—mainly because the they were not integrated with the frameworks widely used in development. The same is true for other primitives and protocols, e.g., as shown in [39].

Even if the engineering process does not involve a (re)design of cryptographic algorithms, as in the case of using TLS—which is based on existing cryptographic primitives and standardised protocol descriptions—Google found the need to re-implement the protocols as they were not content with the current implementations. A first approach towards the integration of cryptographic engineering has been presented in [2]. There are now also first commercial products available, e.g., Cryptosense. However, the approach is very limited and does not cover the design phase of the lifecycle, but only targets at the development phase.

---

5For Google’s BoringSSL effort see https://www.imperialviolet.org/2014/06/20/boringssl.html and for a dedicated implementation exists as well see https://groups.google.com/forum/#!topic/golang-nuts/0za-R3vVaeQ, accessed May 2018.
6https://cryptosense.com/analyzer/, accessed April 2018
2.3 Supporting principles

During development and practical application of the CryptSDLC we identified several inhibitors and promoters of a successful integration of cryptographic protection into cloud services [28]. From the promoters we derived three principles that need to be supported in the cryptographic software design life cycle.

2.3.1 Cryptographic engineering needs to be closely coupled with today’s flexible and agile development

Historically, cryptography works in a reliable way for well confined, understood problems and in static scenarios. Most prominently it was used to establish secure channels over untrusted networks and to protect data at rest. All these tasks have well defined security requirements which are not supposed to change over time or per application. The same is true for the underlying trust models. However, from the past we learned that even such standard designs can miserably fail when done in an ad-hoc fashion. An example is the wrong combination of encryption (ENC) modes and message authentication codes (MAC) leading to padding oracle attacks [22] which allowed breaking the otherwise secure encryption scheme inside SSL. Thus cryptographic engineering needs to be closely coupled with today’s flexible and agile development.

2.3.2 Cryptographic engineering starts from a deep understanding of the cryptographic primitives

Since the turn of the millennium, cryptographic research has developed a large body of primitives and protocols providing the potential to add functionality and flexibility for cloud applications over the entire data lifecycle (cf. e.g. [28]). But engineering these advanced cryptographic functionalities into software is a very complex task and requires deep cryptographic expertise. And while contemporary secure software development life cycles recommend the use of cryptography, only little actual guidance exists on how secure adaption and secure integration can be achieved in practice.

2.3.3 Cryptographic engineering requires interdisciplinary expertise and communication

Engineering advanced cryptographic functionality into software systems requires expertise from different fields: On the lowest level cryptographic expertise and the expertise to actually securely implement the cryptography is needed. Often these skill are not found in the same set of people, and interdisciplinary collaborations among cryptographers and crypto developers are required. Protection requirements are usually coming from service and application designers and need to be communicated to cryptographers and crypto developers. On the other hand, capabilities and potentials of cryptographic algorithms need to be communicated to the higher level service and application designers. Security
experts overseeing the secure integration need to be active on all levels of a development process.

3 Architecture

The main goal of the CryptSDLC architecture is to support the development process of cryptographic applications. It is a conceptual approach to structure and streamline typical tasks identified in cryptographic engineering. The model helps to cope with the complexity and interdisciplinary nature of cryptographic application design. It is based on the experiences made in the EU project PRISMACLOUD\textsuperscript{7}, with people from very different disciplines involved, all targeted at a single goal: the development of cloud services which are secure by design and leverage feasible cryptography, as presented in [30] and [29].

The development of the architecture [31] was driven by two factors: On one hand, we needed a tool to improve communication between the experts of the different disciplines involved in our projects. On the other hand, it was a basis for the development of the accompanying methodology which relies on the communication structure defined in the architecture with its layers and interfaces. Especially the interface between cryptographic researchers and software architects turned out to be essential to ensure that security properties developed at the cryptographic layer can be transferred to cloud applications.

In particular, the goals of the architecture are: incorporation of cryptographically sound design methodologies; support adoption by efficient and secure implementations of generic building blocks; give guidance for use of cryptography in a developer friendly way; reduce configuration and integration errors as far as possible without limiting the flexibility; foster exploitation of results for all application domains (horizontal technology); and enable fast adoption for a large developer base.

3.1 Architecture Layers

The CryptSDLC architecture is shown in Figure 1 and comprises four different layers, three of which are of major interest for this document, namely: primitives, tools and services. Nevertheless, we subsequently introduce all four and quickly present the main ideas behind.

Primitives Layers The lowest layer consists of cryptographic primitives and protocols which represent basic cryptographic building blocks, e.g., signature schemes, or cryptographic protocols. They typically provide very specific functionality which is defined by the security goals achieved. Furthermore, the analysis and development of cryptographic primitives is done by cryptographers with strong mathematical background, ideally in a provable manner, i.e., by rigorous

\textsuperscript{7}PRISMACLOUD.eu—PRIvacy & Security MAintaining Services in the CLOUD, H2020 Grant Agreement No.: 644962, from 2015-2018.
mathematical methods and models. The very specialized knowledge required for this work is not shared by software developers.

In Figure 1 some of the cryptographic primitives covered in the research project are shown which serve as an example in our work. Note, research on the cryptographic layer is essential for building cryptographically enhanced services in order to provide the required functionality and efficiency for application usage. The work conducted on the primitives layer typically aims at closing the gaps derived in the requirements engineering process from use cases and their services.

**Tools Layer** The second layer is denoted as tools layer. Tools are a concept introduced by CryptSDLC to communicate techniques to software developers and architects in an more accessible way [27]. They provide higher level functionality as a combination of primitives which serve a particular purpose and also come with an accompanying implementation in form of, e.g., software libraries. The design of tools is still based on rigorous cryptographic models and ideally provides provable security for realistic adversary models. For software developers the tools layer must provide all documentation to use and integrate the tool libraries correctly into services. In should translate all essential information from the mathematical world to a more accessible form for practitioners.

**Service Layer** Cloud computing is radically changing the way we are consuming IT resources but also influencing the way software is built and deployed. Although not really new, services and microservices based design is becoming a dominant pattern in industry [35] to increase flexibility and reuse of components. Away from monolithic architectures, we are facing a shift towards service oriented architectures (SOA) where services can be flexibly interconnected and deployed in distributed fashion spreading traditional perimeters. In CryptSDLC
we acknowledge this trend and its benefits by the definition of the service layer which is extremely useful in the context of cryptographic engineering to further encapsulate more complex tasks from application developers.

A CryptSDLC service can be seen as a customization of a particular tool for one specific application—thus we call a service an instantiation of a tool. Thus, a service is a way to deliver the tool to system and application developers, the users of the tools, in an preconfigured and accessible form. They will be able to integrate the services without deeper understanding of tools and primitives and ideally without even being an IT security expert. However, because the services are built atop sound cryptographic concepts, i.e., out of the CryptSDLC tools, they provide strong security guarantees and are built the right way. This approach is different to the broadly applied ad-hoc integration of cryptographic solutions into applications and helps to avoid common pitfalls in system design and implementation. The approach has been demonstrated in PRISMACLOUD by the development of two different services for secure distributed multi-cloud storage on the basis of a single tool. One service works as proxy [15] and the other as fully decentralized data sharing platform [26], but both use the same cryptographic tool called SECOSTOR.

**Application Layer** The application layer contains the applications targeted at real end users. Modern applications try to leverage the idea of service oriented architectures to support scalability and elasticity through modularization. This gives the required freedom in deployment needed in modern cloud environment, be it private, public or hybrid cloud settings. The concept of CryptSDLC follows this trend and the services based approach are a modern way to expose security functionality to cloud architects and application developers.

### 3.2 Closing the Gaps

The structure of the architecture was designed in order to mitigate all three gaps identified earlier: The architecture incorporates a set of suitable cryptographic primitives first into tools, then into services and finally into an application. It describes how to add security functionality at the lowest possible layer. This positively impacts the security of the application and thus bridges the 1st gap by coupling the software development process with cryptographic engineering as well as highlighting the need for a deep cryptographic understanding (2nd gap). We believe that if the security functionality is not addressed at the lower layer, but addressed by alternative security controls on higher layers, it introduces additional overhead in complexity and administration, which can also lower the security of the system.

Moreover, the architecture separates certain areas of expertise or describes the need for cooperation and communication (3rd gap) among different disciplines: For example cryptographers and software developers work together to code CryptSDLC’s tools. This is clearly highlighted by the architecture. Those tools encapsulate the inner workings of the cryptographic functionality and offer a defined software interface to a set of specifically tailored algorithms serving
a dedicated purpose. Having the tools layer, a service can be built in less
time by less specialized software developers, especially as only a limited level of
knowledge in cryptography is required. Thus, building cryptographic services
out of those tools becomes much easier as it requires much less cryptographic
knowledge than without this intermediate step. With tools being the software
or hardware that computes the cryptographic algorithm or protocol, the tool
is much more flexible and its many additional options can be customized to
provide several services. Then each service has many potential applications in
which it can be re-used to targeted customers’ and business’ domain-specific
security or data-protection requirements. This again addresses the 1st gap as it
allows for an agile and flexible re-use of cryptography-based security function-
ality and allows formal modelling to the highest level possible with reasonable
effort.

4 CryptSDLC: A New Development Methodology

In the following we present a first version of our methodology specifically cover-
ing the cryptographic engineering aspects in SSDLCs. It is called Cryptographic
Software Development Lifecycle (CryptSDLC) and defines a way to traverse the
layers in the architecture. It can be seen as an extension to SSDLC and shall
assist software developers to get cryptographic usage right in their applications.
As a major contribution it standardizes the steps necessary when going from
one layer to the other and aligns them to the general phases of classical SSDLC
models.

The major steps of CryptSDLC have already been included in Figure 1
and are marked by the big white arrows in the middle. The major steps are
Derive, Translate and Map from top to bottom and Prove, Deploy and Extract
from bottom to top. The CryptSDLC can be used to extend conventional
software development lifecycles, like the ones presented in section 2. It basically
introduces an additional dimension coping with cryptographic engineering and
has a strong focus in the requirements and design phase. However, also the
development and deployment phases are of importance but omitted in this work
for space reasons.

In the requirements phase the following steps give a top-down approach for
cryptographic requirements gathering:

- **Derive Requirements:** Based on the requirements gathered we derive
  the most important ones for the core cryptographic service we want to use
  or build.

- **Translate Requirements:** The requirements are translated into a more
  formal language which can be understood and used by cryptographers to
  start their research and design.
• **Map to Model:** To trigger research on primitives and protocols the identified gaps on the tools layer have to be mapped to research goals in cryptography for specific primitives or protocols.

In the design and development phases we use a bottom-up approach and define the following steps to go up in the CryptSDLC architecture:

• **Prove Security:** Tool should be built by formal methods used in cryptography as good as possible. The goal is to support features by the definition of provably secure protocols.

• **Deploy Tool:** The components of a tool are arranged in the service architecture in a way such that by reasoning it gets clear how the features of the tool translate the security requirements fulfilled by the service.

• **Extract Capabilities:** Based on the features of the tool and the deployment model specific service properties called capabilities can be extracted. They are exposed as an additional property to the upper application layer.

Although we define this holistic approach going down to the lowest layer, the reuse of existing work is a major goal of the whole process. In all layers the step down to lower layers is only performed if the requirements cannot be already achieved with available solutions by the following policy:

• **Application layer:** Only develop a dedicated service if requirements cannot be fulfilled otherwise.

• **Service layer:** If possible, develop the new service on the basis of existing templates and just add missing features supported by an underlying tool.

• **Tool layer:** Only develop a new tool if given tools cannot provide the required features or an existing tool cannot be extended with the required feature.

• **Primitive layer:** Always do a state of the art analysis if missing features can be provided by existing research results or specify the gap if not. Only then trigger research activities on the primitive layer.

The top down path is basically a very detailed requirements analysis process decomposing and breaks down the various requirements down to a level where cryptographers can work with them. The bottom up path then focus on the composition of upper layer components based on the functionalities available in the lower layers. The full cycle does not always need to be walked through, CryptSDLC is mandating re-use of suitable existing solution whenever possible, especially for cryptographic primitives. In fact, one should only go down one layer when exiting solutions do not fulfill the requirements at the given level and

---

8It is know-practice not to design new cryptographic methods unless you are a cryptographer and new algorithms have to pass the test-of-time to know that they have no unknown weaknesses; usually 3-5 years after being fully published at a well-known cryptographic conference
one really needs modifications to provide the required features. CryptSDLC has been implemented and successfully tested within a research project.

However, in the remaining parts of this section we will focus on the analysis of the very new steps "Proof" and "Deploy", which are new steps to be considered in secure development cycles during the design phase. We will not look into testing and deployment phases, which is part of future work.

4.1 Proof: Compose primitives into tools

Due to the cryptographic nature of the tools it is of prime importance to have a profound analysis and sound security proofs for them. In the following we shortly discuss the two main approaches being used in cryptography for composing primitives to tools.

Universal Composability is a very rigorous approach used to overcome the problem of protocols being analyzed as standalone applications. It enables the construction of security models where security is retained under protocol composition which is the most generic result to achieve. Multiple instances of the protocols can run concurrently or even interact with each other without violating the security model. Various frameworks can be found in the literature, e.g., Canetti, Hirt and Maurer, Pfitzmann et al., and Küsters et al. [5, 6, 7, 23]. In CryptSDLC the advantages of constructing tools in universal composability frameworks is that they can be combined and the security of the combination follows. However, it comes with a number of drawbacks, e.g., sometimes impractically high computational overheads. Thus, designing UC-secure tools requires effort on the primitives level in order to get efficient building blocks that can be composed in a modular way. Many issues are currently getting addressed in academic research, see for example [4], so we recommend it for future use or simpler protocols.

Direct Construction of High-Level Primitives is the other main approach for constructing complex primitives and tools and proving them secure are direct (or ad hoc) constructions. That is, one defines a set of experiments covering the security properties one wants to realize with the given functionality, e.g., unforgeability of signatures, confidentiality against a defined class of adversaries for encryption, etc. One then specifies concrete instantiations of algorithms and proves that those algorithms indeed satisfy those security definitions. The main advantage of ad hoc constructions is an increased efficiency compared to universally composable constructions, and sometimes the only way to proof security when UC approaches fail. However, one of the most fundamental drawbacks is that security is typically not retained under concurrent composition and security proofs tend to be monolithic and non-modular.

A general aspect of the Proof phase is, that although techniques from provable security are used, there is always an abstraction step involved on how the environment is modeled. Thus, the security models used can not cover all aspects and existing gaps and their implications have to be communicated to the software developer. It is important that it’s clear to the users of the tool under which conditions the security properties hold and how they map to real
world scenarios. Examples for such assumptions are parties which are considered honest-but-curious or synchronous network models which need additional security controls on higher levels to be assured in specific use cases.

Finally, the implementation of the tool has to be considered during this phase. Providing secure and trustworthy implementations of core components which enable the very features defined in the tool specification is essential for the next step. The development of reliable core components in software and hardware is a very challenging task and requires a lot of experience. The developers must be able to understand the theoretical side, but also be aware of implementation challenges from real world settings, e.g., how to implement side channel resistant code. Although current approaches mainly follow a heuristic approach, for the future we envisage the ability to proof the correctness of code with methods from formal verification to establish a so called trusted code base (TCB) as in [14].

4.2 Deploy: Compose tools into services

The tool abstraction we have introduced in CryptSDLC is a key concept which greatly simplifies the development of secure services and should also provide better results in terms of secure design. It is also intended to maximizes the reuse of existing work on the cryptographic layer. The process of generating a service out of a tool has to cover all additional steps not covered by the tools but needed for real world applications. In particular, the following steps are necessary to design a service out of a tool:

1. Specify a service & deployment plan incl. stakeholders
2. Identify major components in the service and sketch their main functionality
3. Embed tool components within service components
4. Map requirements to features provided by the tool
5. Generate a software architecture and specification
6. Implement software development lifecycles with integrated security
7. Propose operational guidelines like an assurance model to support production phase

Using the proposed methodology should lead to services which are secure by design and built on cryptographically sound compositions of primitives and protocols, i.e., in a provable way in the best case. Especially, after embedding the components of the tool into the service—the deployment step—and considering all additional guidelines specified by the tool, e.g., “communication between server and dealer must be private and authentic”, we can reason about the service to be a secure instantiation of the tool.

Naturally, when building a piece of software there are additional aspects to consider apart from using correct algorithms, i.e., correct cryptography in our case. It faces all challenges known from secure software development and all
state-of-the-art processes and methodologies for SDL shall also be applied during the CryptSDLC service development. Tools also offer an additional benefit: increased development speed and improved security through the secure and efficient software implementations of core cryptographic functions provided with the tools.

Nevertheless, a complete service is comprised of many dedicated software components running within the cloud infrastructures. Even worse, operational aspects have to be considered and defined to fully support a cloud service life cycle thus mandating integration into operational processes. In summary, although the tool concept greatly facilitates the service development process, all SDL documentation must be heeded to foster quick adoption of project results on the service level.

4.3 Extract: Advertise a service’s impact

A Service Capability in CryptSDLC is a security & privacy relevant property that is of importance for the application domain of the service and that can be described in a specific and precise language, and additionally in a formal, machine readable language. Service capabilities can and should thus be used to advertise towards the application level what the service is able to provide. They shall facilitate comparisons among services with respect to specific properties as well as guide the communication of experts from different fields (see Sec. 5.1). Thus, they should highlight positive impacts, e.g. ‘service achieves confidentiality of stored data’, as well as additional overheads, e.g. ‘service requires twice as much computations as a regular asymmetric integrity protection’. They should be best contractually agreed upon, i.e. be part of a service level agreement (SLA), see Sec. 5.3.

5 Inter Stakeholder Communication

As shown in Fig. 1, the four tiers of the architecture span across domains with different stakeholders involved (i.e. the cryptographers, crypto developers, service developers, application developers etc). We provide three communication tools to close communication gaps between experts involved on the different layers:

- **Capabilities:** A service capability is a security & privacy relevant property that is of importance for the application domain of the service and that can be described in a precise language—at best a machine readable language in order to enable comparisons among services with respect to specific properties. With an English language description this forms a dictionary for communication among the experts for properties like ‘availability’ or ‘confidentiality of data towards the storage provider’. The challenge is to have them remain precise enough to still capture only the cryptographically proven security claim while still abstractly communicate enhancements towards the service consumers.
• **Patterns:** In order to better understand which services to incorporate into an application we propose cloud security and privacy patterns and human computer interaction (HCI) patterns. Each pattern describes the problem a certain service can solve and how and with which implications that can be achieved.

• **Service Level Agreements:** Finally, we advertise the positive impacts of involving cryptographic primitives in applications, but also their overheads, on the level of services as service level agreements (SLAs). We base them around the capabilities—and standardised property descriptions—allowing application users, e.g. cloud service customers, to understand them without requiring the full knowledge of the cryptographer—who designed and established the security of a cryptographic primitive.

These communication tools bridge existing gaps and support the creation of sound cryptographically-enhanced cloud services concisely catering for the end users’ security and data protection demands.

### 5.1 Service Capabilities

We identified early that the involved stakeholders do not always speak a common language. Let us recall one extreme example that occurred in the research project: In cryptography—in the domain of information privacy—there were publications that achieved a ‘hiding property’ the researchers called ‘transparency’, thus redefining a name used in the legal domain with an entirely different, if not opposite, meaning (i.e. allowing successful inspection of all details)\(^9\). With a precise definition of a property that is either required or achieved, the CryptSDLC workflow can be initiated either top-down or bottom-up. For example in the bottom-up case, a Service Capability can be used to advertise a service’s cryptographically-proven data-protection increase as an added value to the market more easily. In order to keep the linkage between the actual achievement and the actual tools and thus the cryptographic primitive’s security gains, the service capability is not just stated statically, but a model is provided that derives such a capability from the configuration parameters of their cryptographic software libraries – called tool in the architecture. This model encapsulates then the transformation along the bottom-up steps described CryptSDLC. Furthermore, one can model the transformation process in a top-down direction: As a result one is able to adapt the configuration and inner workings of the cryptographic underpinnings of a service swiftly to address changing customer demands. Together with a model the service capability holistically captures the relation between cryptographic parameters—lowest-level in the CryptSDLC architecture—and high-level customer requirements.

---

\(^9\)See for example the cryptographic adjustments made by Brzuska et al. [3] following the legal discussion in Pöhls et al. [36]
5.2 Design Patterns

In order to support the communication within the layered development process governed by CryptSDLC, as well as to support the diffusion of novel cryptographic paradigms and capabilities among prospective providers and end users we propose cloud security and privacy patterns and HCI–human computer interaction–patterns. Both cloud security and privacy patterns and HCI patterns are used to codify expert knowledge and requirements within a specific scope in a way that the information remains accessible across domains of involved actors. The main idea is that a design pattern shall “describe(s) a problem which occurs over and over again (...) and then describes the core of the solution to that problem, in such a way that you can use this solution a million times over (...)” [1]. This is done by describing the (empirical) background of the pattern, i.e. the “problem”, and giving instructions for the “solution” in natural language in a framework of categories.

The concept was invented in Berkeley, CA., in the 1970s for application in architectural design [1] and has later on been modified for application in software architecture in the 1990s when object oriented design and re-usability required efficient communication of complex issues across different domains of involved people [13]. Later on, the concept was used for security and privacy patterns [38, 9], as well as for human computer interaction aspects in HCI patterns [12, 24]. Since several years, there exist collections and catalogues of cloud security and privacy patterns specifically for modelling threats and solutions in the cloud context.

In the research project we have proposed a set of nine cloud security and privacy patterns [25] covering selected cases for which we intended to provide secure implementations by the end of the PRISMACLOUD project. We used these original patterns as common reference and communication means between tools developers, service developers, and application developers in the actual process of developing the architecture and the CryptSDLC method.

5.3 SLA Modelling

With service capabilities describing already properties of interest it was interesting to map those security and data-protection-enhancing cryptographically supported properties into the formal agreements that govern the relation between the upper two layers of the CryptSDLC architecture: Service Level Agreements (SLAs) between applications and services. Like service capabilities SLAs are the interface by which services are advertised and they shall facilitate the comparison between similar offerings. Not surprisingly for the cloud services an internationally agreed set of terms is becoming an ISO standard, i.e. ISO/IEC 19086 [19]. There is also a subpart of the standardised SLA component that deal with security and privacy10. To give a concrete example, there is the suggestion to have an SLA component that describes the ‘Cryptographic controls

---

10Privacy in the sense of protection of personal data if translated from international to EU GDPR ‘language’
for data at rest’ in ISO/IEC 19086-4. The standardised component covers “[...] the cryptographic controls available for data at rest associated with the covered services. Note: These controls provide for securing data with respect to confidentiality and integrity, while being stored in a covered service. [...]” [20]. As shown in this case the SLA’s contents can be mapped onto one of the previously mentioned service capability and by that the correct cryptographically enhanced service can be chosen. The idea is that the SLA will further denote which cryptographic algorithms and security parameters are used, such that instead of void marketing clauses of “banking grade encryption” it would be common in the market to name the algorithm, e.g. ‘3DES’ 11. Thus, SLA’s facilitate the communication of the services towards the higher layers of applications and finally also the end-consumers, e.g. humans using the applications.

6 Conclusions

In this work we summarized the problems encountered in cryptographic engineering and proposed a first solution towards a systematic integration into a secure SDLC. The proposed CryptSDLC methodology addresses communication issues between different stakeholders needed to interweave the development of cryptographic solutions as foundations for secure applications, offering data-protection by design and default. The goal of the current work is to give software developers access to advanced cryptographic solutions and to reduce potential error sources for software developers integrating cryptographic functionality in their design.

The presented approach was developed and successfully tested in a large EU research project 12 which had all relevant stakeholders on board, i.e., cryptographers, software developers, application designers, application’s end-users. Although the feasibility of the approach was demonstrated in the field of cloud computing, it can be considered generic enough to become suitable for modern application design also in other paradigms.

This is the first step towards a full-fledged integration of cryptographic engineering in a secure software design life cycle. In the current version of CryptSDLC, documentation and software artifacts are mainly defined for the requirements and development phases. A first step was done also to cope with the deployment phase, however, more work needs be done into this direction as well as towards a tighter automated toolchain integration.

Additional work is required to further improve the handling of cryptographic topics. Standardisation of cryptographic primitives and their properties needs to be advanced (to have a precise language as a common denominator). One particular problem is that access to cryptographic expertise is only available in large companies or specialized departments of universities. Typically software developers only have limited access to this cryptographic know-how within their environment. However, if tool level modifications are necessary it is inevitable

11 Indeed the algorithm is still used in banking systems, e.g. bank cards
12 PRISMACLOUD – Privacy & security maintaining services in the cloud
to involve this expertise, and if not internally available, it should be contracted for limited time to control the additional costs of these experts. However, note, it is strongly advised not to modify or newly design cryptographic protocols and primitives without the required expertise.

To avoid several of these problems, we envisage a community approach based on open technologies and information sharing. Ideally, relevant information about existing tools and services is collected in a public repository providing software developers easy access to state-of-the-art tools and services, as well as to academic knowledge. This can be the contact point where the cryptography community and the security and software development experts can exchange their knowledge. The platform could work on similar principles as bettercrypto.org, which helps IT administrators without in-depth knowledge to securely configure their systems.

In general, that there are suitable cryptographic methods to build solutions for more secure and privacy-friendly applications needs to be wider communicated, e.g. through high-level publications [37]—also in the adjacent field of law [40, 36]—or international standardisation [20].
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